ABSTRACT

The OSGi specification defines a dynamic Java-based service oriented architecture for networked environments such as home service gateways. To provide isolation between different services, it relies on the Java class loading mechanism. While class loaders have many advantages beside isolation, they are poor in protecting the system against malicious or buggy services. In this paper, we propose a new approach for service isolation. It is based on the Java isolate technology, without a task-oriented architecture. Our approach is more tailored to service-oriented architectures and in particular offers a complete isolation abstraction to the OSGi platform.
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1. INTRODUCTION

Class loaders in the Java programming language offer an easy and convenient approach to isolate multiple applications in the same instance of a Java Virtual Machine. Applications are loaded by different class loaders, hence isolating types in the form of namespaces. They also provide lazy loading, type-safe linkage and user-definable class loading [12]. Class loaders are extensively used by Java Web applications to isolate different software components such as web applets, servlets or JavaBeans.

The Open Service Gateway Initiative (OSGi) [1] platform also extensively uses class loaders. OSGi is a service-oriented architecture where loosely coupled software modules offer and use services. In the OSGi terminology, these services are packaged in deployment units called bundles. Initially, OSGi targeted home service gateways, but it expanded to automotive and mobile telecommunications, and even to development applications such as Eclipse. The main feature of OSGi in the domain of embedded systems is the support for dynamic services deployment and life cycle. Furthermore, it provides remote management, which is critical for embedded devices.

Bundles in OSGi are isolated entities, loaded by different class loaders. A bundle can provide and/or request services. When a newly-loaded bundle offers services, they are published in the service registry. Accordingly, when a bundle requests services, it discovers them through the service registry. Bundles communicate through direct method invocation. When a bundle is no longer needed (for example when it is updated, or the physical resource it may manage is disconnected), it can be de-activated and removed from the system.

Even though the architecture is attractive, the implementation has its limits due to the internal mechanisms and the properties of class loading in the JVM [12, 3]. The isolation offered by class loaders is limited: it breaks in the case of static variable usages, and static synchronized calls. For example, if one malicious bundle overwrites the System.out global variable, the other bundles are affected.
In order to tackle the class loading limits for isolation, Czajkowski [3, 4] proposed the notion of isolates. Originally, isolates are tasks that execute in the same virtual machine. Each isolate has its own private static variables, thus preventing any interference between tasks.

Isolate, however, is not the right abstraction for OSGi. An isolate is an executing task, whereas a bundle in OSGi can be viewed as a library. The implementations of the OSGi platform may be single-threaded. Furthermore, communications between bundles are direct method calls, whereas isolates only provide IPC mechanisms with expansive parameter copy.

In this paper, we propose a modified Java Virtual Machine with a hybrid approach between class loaders and isolates that we call domains. We maintain class loaders because they give the possibility for users to define how classes are loaded (e.g. network, file system, etc.). We also keep the isolate approach, however without the burden of executing tasks. Therefore we have both strengths of isolates and class loaders, without the isolation flaws in the case of class loaders and without imposing executing tasks in the case of isolates. The key features of our solution are:

1. We provide a stronger isolation between bundles: each bundle has its own private environment.
2. We keep the class loading mechanism so that applications can redefine how classes are loaded.
3. We keep the fast communication properties of OSGi with direct method invocations.
4. Applications do not need to be modified.

The remainder of the paper is organized as follows: Section 2 presents OSGi and the isolate specification, their approach for isolating applications, and their limits. Section 3 presents our approach and Section 4 describes its implementation. Section 5 discusses related work and Section 6 concludes the paper.

2. ISOLATION MODELS
The Java programming language offers two different approaches for application isolation: classloaders, which are part of the virtual machine specification, and isolates which constitute an external JSR. In this section, we briefly describe how OSGi uses classloaders to isolate bundles, and how the isolates specification provides full isolation between programs.

2.1 Class loaders in OSGi
The Java Virtual Machine loads class through instances of the ClassLoader class. Class loaders all have a parent class loader to which it delegates class loading by default. If the parent can not load the class, the loader loads the class itself. Applications can provide subclasses of the ClassLoader class to specialize how classes are loaded: for example, they can be looked up on a remote disk, in memory or on a network, and they can instrument the classes to dynamically modify them. The bootstrap class loader acts as a last parent for class loaders and is in charge of loading system classes like the java.lang.String class. Applications can not specialize the bootstrap class loader. Class loaders share the same instances of system classes, to prevent hijacking the base classes types.

A class is always associated with its class loader. The same class can be loaded by two different class loaders, and the virtual machine will consider the classes as two different types. Hence, class loaders provide namespaces, in order to prevent name collisions in the same application. Typically, when an application receives mobile codes (i.e. applets), it will load them in different class loaders, so that class names in mobile code A will not interfere with class names in mobile code B.

OSGi uses class loaders for many purposes. First of all, class loaders protect type names between bundles, so that classes in one bundle will not conflict with classes in another one. Second of all, it allows the complete removal of a bundle from memory: when a bundle is unloaded, its class loader and the classes it loaded can all be removed (if other bundles do not have references to services exported from this bundle). Finally, each class loader is associated a class loading policy, which dictates how to fetch classes.

The class loading mechanism in OSGi is different than the standard mechanism in the JVM. The latter uses a hierarchical search order, whereas OSGi uses a graph to load classes [9]. Each bundle has a set of exported and imported classes (which can be empty). Importing a class means that the bundle will use the class definition of the class loader from another bundle. Exporting a class means that a bundle allows other bundles to use the class definition. The platform manages the dependencies between the bundles, hence class loaders. The import and export informations are stored in a metadata file archived with the class files. They are encapsulated in a .jar file that represents a bundle.

In terms of isolation between bundles, class loaders only provide weak guarantees. Malicious bundles have many opportunities to prevent correct execution of other bundles: for instance modifying static variables such as System.out or synchronizing on shared objects such as static variables, shared interned strings\(^1\) or java.lang.Class instances. On a wider perspective, malicious bundles can even perform denial of service attacks against resources like memory or CPU.

2.2 Isolates
The isolate specification directly deals with attacks on shared variables between different applications. The specification does not however deal with memory or CPU attacks.

The isolate specification has its roots in the multitasking virtual machine [4] (MVM). MVM is a modification of the Sun JVM that enables the execution of multiple Java applications in the same JVM, in a “lightweight” isolated fashion. Each application has its own static variables, instances of java.lang.Class, string hash table and so on. When an application ends its execution, MVM reclaims all its memory.

\(^1\)While it is not advised to use synchronization of string literals, it is nonetheless correct Java.
OSGi requires fast communication between bundles. Therefore, in this paper, we only consider the implementation of isolates in a single address space to enable direct method calls.

In MVM, the JIT generated code is shared between isolates. This enables better memory usage and faster execution startup of isolates. However, the compilation of some bytecodes must change in order to protect isolates from one another. For instance, to access a static variable (putstatic or getstatic), the code fetches an isolate identifier, which will be used to look up the variable in a task class mirror (TCM). A TCM is an array of instances of the same static variable, each for one isolate.

MVM does not prevent the use of class loaders. Classes loaded by application-defined class loaders are not shared between isolates, therefore there is no need to have a TCM for these classes.

Isolates are tasks, which means each isolate is an executing entity with at least one thread. Each thread is associated with an isolate, and fetches the isolate identifier to access its private environment. This enables lightweight isolation between executing tasks. Compared to class loaders, isolates have the advantages of completely protecting applications against malicious downloaded code. Nonetheless, it imposes that each isolate has an execution environment (e.g. thread, stack).

In the case of OSGi, bundles are not executing tasks. They are software components calling each other. They have their own environment, materialized by class loaders. Furthermore, isolates can communicate via Links [11] or via XIMI [13]. Links only allow sending and receiving primitive types (e.g. integers, byte arrays, strings), and XIMI performs a deep copy of arguments. This is not suitable for OSGi which prefers fast communications. To gain lightweight isolation and fast communications between bundles, a service-oriented platform needs a new abstraction.

3. OUR APPROACH

Our solution is a JVM improved with domain possibilities. A domain is an instance of a JVM, but is not related to any executing task. Multiple domains co-exist in the same OS process. As with class loaders, domains share the system classes (and their jitted methods). They do not share the classes they load by default: each domain has its set of classes. Like isolates, a domain has its own set of static variables, java.lang.Class instances and interned strings2. This enables lightweight isolation between domains.

As in OSGi, domains can export and import classes. Exporting a class means the domain allows other domains to use the runtime representation of this class. Importing a class means the domain asks other domains for its runtime representation.

3.1 Lightweight isolation

The key idea to implement lightweight isolation and fast communications between bundles, is that each Java method must be able to know which domain its defining class was loaded by. It uses the domain to fetch its private environment. A domain is a virtual machine internal object, and has a unique identifier, just like isolates. The difference with isolates is that a domain is not thread-oriented, but method-oriented. A method belongs to a domain when its defining class was loaded by this domain.

We differentiate two kinds of classes:

1. Classes loaded by application domains. In OSGi, these are the classes defined by a bundle.

2. Classes shared between application domains. There are the system classes and classes that provide common facilities Theses classes are loaded in a shared domain.

Consider a method M1, that belongs to domain D1, which calls method M2. If M2 belongs to an application domain D2, execution switches to domain D2. If M2 belongs to the shared domain, execution continues with domain D1.

3.2 Resource accounting

It would also be valuable if the JVM could make domains accountable of the resources they use, mainly CPU and memory. Since domains are not task- or thread-oriented, CPU accounting is difficult to achieve, if it makes sense: when a service calls another service, CPU time must be accounted to the caller or the callee? We are still investigating possibilities in this area.

For memory accounting, when a method executes it knows the current domain. Therefore, on allocation opcodes such as new, newarray or anewarray, or on allocations performed in the JVM runtime, the code knows to which domain the allocation can be accounted to.

There are several research projects which perform resource accounting in Java on a per-task basis [8, 5, 3, 4, 10, 16]. They all use an execution environment object (for instance an isolate) which indicates to which task the resource has to be accounted to. In our approach, the execution environment object is a domain, and the memory is accounted to the domain. The garbage collection and allocation techniques used in the aforementioned projects can be the same.

4. IMPLEMENTATION

We plan on implementing our approach on our JVM prototype, called JnJVM [15]. No modifications are needed on existing OSGi applications. Our implementation modifies the just in time compiler of the JVM, transparently for applications.

We modify the just in time compiler to add a new parameter to each Java method. This parameter is a domain object, which will be given to each call to a Java method or to a JVM runtime method. With this parameter, the method knows its current domain and its identifier.

Fetching private Java static variables and java.lang.Class instances is done in the same way than in the MVM [4]: each

---

2Note that this will break the JVM string specification (section 3.10.5 of the Java Language Specification 2.0) of interned strings, when domains communicate.
class has a domain class mirror array, and the domain's identifier is an offset in this array to access the private instances.

Fetching a string is different. When compiling a ldc bytecode that loads a string, the compiler emits code to lookup the string in the domain's table of interned strings. This comes at a higher cost than direct access, which is the default compilation of ldc bytecode for strings, but we gain stronger isolation guarantees between domains.

We also modify the compiler to add a new local variable to Java methods whose class has been loaded by domains. This local variable will point to the domain the method belongs to. At compile time, the compiler knows to which domain this method belongs to, because its defining class has already been loaded. The local variable overrides the new parameter, and will be given to each Java or runtime call in this method. This ensures that when executing a method, we use the correct domain object to access the domain private environment. Finally:

1. When executing methods whose class has been loaded by a domain, the domain object used is the local variable.

2. When executing methods whose class has been loaded by the shared domain, the domain object used is the parameter.

An application always starts with the main method of an application domain A. A is the first domain to be used. When A will call services from other domains, it will give its domain object as parameter, but the called service method will use its local domain object. When A will call methods from the shared domain, the called methods will use the parameter domain object.

5. RELATED WORK
Isolating different software components in the same address space has its roots in single-address space operating systems and type-safe languages [2, 14, 6]. In the case of the Java programming language, several research projects built systems that provide stronger isolation guarantees than class loaders [8, 5, 3, 4, 10, 16]. All these systems concentrate on task isolation, termination and communication, as well as resource accounting. Isolation between different non-executing software components is only provided by class loaders, which is the basic isolation mechanism in OSGi. Class loaders have the advantages of fast communications, simplified task termination at the cost of less isolation guarantees.

Java uses a similar technique to ours for security inside the virtual machine: when a method wants to know the protection level of its caller, it inspects the stack trace to find which class loader loaded the class of the caller. A class loader can have a security policy, which indicates what kind of privileged operations classes loaded by this class loader can perform. Inspection of a stack is an expensive operation, which will drastically reduce performance of our approach if performed on each static variables, strings and java.lang.Class loads. Therefore, we explicitly give the domain as an argument or as a local variable.

In order to avoid the Java class loading limitations, Escoffier et al made several attempts to provide an OSGi-like framework in .Net [7]. .Net offers the notion of application domains, which is very similar to isolates. An application domain is an executing task, which executes an assembly (a set of classes) with a Main method. Hence .Net has the same weaknesses than isolates: application domains are task-oriented and have poor communication performance compared to a simple method call. Furthermore, unloading an assembly in .Net is more complex than unloading classes of a class loader [7].

6. CONCLUSION
The OSGi platform is gaining widespread acceptance as a dynamic service platform. Its application goes from home service gateways and automotive environments to plugin manager in the Eclipse Java development tool. There are however deficiencies in its isolation model based on class loading. None of the current technologies, either in Java or in .Net, provides the adequate abstraction: they all are task-oriented instead of method-oriented.

In this paper, we propose a new approach to isolation in the OSGi context. We introduce the notion of domain, which is equivalent to a Java isolate, but is not associated to an executing task. A domain is associated to a set of classes (a service, or a bundle in OSGi). Domains execute in the same process and in a single Java virtual machine. This keeps the requirement of fast communication between bundles with direct method calls. We are currently implementing our concepts in an extended JVM to execute a modified OSGi runtime. We think we will achieve stronger bundle isolation guarantees with small and located performance impact.
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