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I've got... Cheerios with a shot of vermouth.

At least it's better than the quail eggs in whipped cream and MSG from last time.

Are these Skittle's deep-fried?

C'mon, guys, be patient: in a few hundred more meals, the genetic algorithm should catch up to existing recipes and start to optimize.

We've decided to drop the CS Department from our weekly dinner party hosting rotation.
Evolutionary Algorithms

Genetic Algorithms

Genetic Programming

Solve optimization problems using techniques inspired by natural evolution

Heuristic-based search, usually based on populations of candidate solutions encoded as strings of characters

Members of the population are computer programs
“Machines would be more useful if they could learn to perform tasks for which they were not given precise methods. Difficulties that attend giving a machine this ability are discussed. It is proposed that the program of a stored-program computer be gradually improved by a learning procedure which tries many programs and chooses, from the instructions that may occupy a given location, the one most often associated with a successful result.”

“A computer can do, in a sense, only what it is told to do. But even when we do not know how to solve a certain problem, we may program a machine (computer) to search through some large space of solution attempts. Unfortunately, this usually leads to an enormously inefficient process.”

“Problems involving vast numbers of possibilities will not be solved by sheer data processing quantity. We must look for quality, for refinements, for tricks, for every ingenuity that we can think of. Computers faster than those of today will be a great help. We will need them. However, when we are concerned with problems in principle, present day computers are about as fast as they ever will be.”
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Java Genetic Algorithm Library (JGAL)

Description:
Java Genetic Algorithm Library is a set of classes and functions for design and use Genetic Algorithm. Library contains basic algorithms like: Default Cross Over and Roulette Reproduction function but it allows to create new ones. Now chromosome are coded in binary mode but in nearest future it will be possible to code chromosome for example using letters.

Author:
- Janusz Rybarski

Documentation:
- Java API
- Tutorial

Download:
- Source Code

Licence:
- New BSD Licence.

Lots of Libraries Available
Problem: Write a GA to solve TSP (in Java) without using the generic libraries

Five ‘functions’ to program:
1. Encoding
2. Evaluation
3. Crossover
4. Mutation
5. Decoding

We do not consider this version
Problem: Write a GA to solve TSP (in Java) without using the generic libraries

Five ‘functions’ to program:
1. Encoding

This is simple: we just use a String to represent the order in which the towns/nodes are visited

As a simplification we can enumerate the towns/nodes so that the string is any permutation of:

1234...n for problems with n nodes.

Note: if the graph is not connected then we can artificially introduce an infinite weighting between any 2 nodes that are not directly connected
Problem: Write a GA to solve TSP (in Java) without using the generic libraries

Five ‘functions’ to program:

2. Evaluation

The fitness function is simple:

just the length of the tour (which we want to minimize)
Problem: Write a GA to solve TSP (in Java) without using the generic libraries

Five ‘functions’ to program:

3. Crossover

There are lots of possible crossover functions. We will implement a cyclic crossover

parent1 = 12345678
parent2 = 85213647

child = 1*******
child = 1*******8
child = 1*****78
child = 1**4**78
child = 15243678

Choose an arbitrary starting index in parent1 - here we chose 1.

4 is the cycle point

This type of crossover is guaranteed to ensure the validity of the child’s phenotype/genotype (in this case the permutation property)
Problem: Write a GA to solve TSP (in Java) **without** using the generic libraries

Five ‘functions’ to program:

4. Mutation

Mutation avoids getting stuck in local optimum state spaces which are not globally optimal

After crossover we mutate a percentage of children (defined by the **mutation index**)

There are many different types of mutation

We choose a simple mutation which inverts a randomly chosen subtour.

For example, child = 12345678, points 3 and 7, mutates to:

child = 12765438
Problem: Write a GA to solve TSP (in Java) without using the generic libraries

Five ‘functions’ to program:

5. Decoding

This is very simple, once we have a solution that we are happy with then we transform the permutation into a Hamilton circuit.
Problem: Write a GA to solve TSP (in Java) without using the generic libraries

Some additional things to consider:

1) The size of the initial population - risks of too big or too small?
2) The initialization of population state - how to achieve a good distribution?
3) How much mutation - risks of too much or too little?
4) Termination condition - time/iterations/stability
5) Testing - how to test if you don’t know the answer?
6) Complexity Analysis - how much time/memory used to find a ‘close enough’ answer

TO DO: Implement the 5 functions that we have specified as Java methods, and compose into a complete solution.